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Introduction

• Text classification is core to many problems (information retrieval or
web search).

• Depending on the application, it requires:

• Pre-trained word representations (word2vec),

• Scaling to massive amount of data,

• Small memory footprint for embedded system

• We have developed a library designed to solve these problems, called
fastText:

https://github.com/facebookresearch/fastText



Learning word representations

• Goal: learn a continuous representation of words using massive
amount of data

• Idea: learn representation to predict well its context (Harris, 1954;
Firth, 1957).

• How: by framing it as binary classification problem as in
word2vec (Mikolov et al., 2013).



Learning word representations

• A score between words and their context s(w , c) is maximized

• Word2vec skipgram uses a dot product, s(w , c) = w>c

• However this ignores the structure of words.



Learning word representations

• Instead, represent a word as bag of character n-grams:

skiing = { ski, skii, kiin, iing, ing}

• Similarity becomes the dot product between context and this
representation:

s(w , c) =
∑
g∈Gw

z>g c .

Enriching Word Vectors with Subword Information.
P. Bojanowski, E. Grave, A. Joulin, T. Mikolov.
https://arxiv.org/abs/1607.04606



Technical details

• n-grams between 3 and 6 characters.

• Hashing trick (Weinberger et al., 2009).

• Stochastic gradient descent with linear decay and Hogwild (Recht
et al., 2011)

• Only ×2 slower than word2vec.



Experiments – word similarity

skipgram cbow fastText

Ar WS353 51 52 55

De
Gur350 61 62 70
Gur65 78 78 81
ZG222 35 38 44

En
RW 43 43 47

WS353 72 73 71

Es WS353 57 58 59

Fr RG65 70 69 75

Ro WS353 48 52 54

Ru HJ 59 60 66

Table: Correlation between human judgement and similarity scores. Models
trained on normalized wikipedia dumps.



Experiments – word similarity

De En Es Fr

Gur350 ZG222 WS RW WS RG

Luong et al. (2013) - - 64 34 - -
Qiu et al. (2014) - - 65 33 - -

Soricut and Och (2015) 64 22 71 42 47 67
fastText 73 43 73 48 54 69

Botha and Blunsom (2014) 56 25 39 30 28 45
fastText 66 34 54 41 49 52

Table: Spearman’s rank correlation between human judgement and model scores.



Large scale text classification

• A document is represented as a bag of words/n-grams.

• Given labeled data (xn, yn), minimize the softmax loss:

N∑
n=1

`(yn, VUxn).

Equivalent to linear model with rank constraint.

Bag of Tricks for Efficient Text Classification.
A. Joulin, E. Grave, P. Bojanowski, T. Mikolov.
https://arxiv.org/abs/1607.01759



Large scale text classification

We use a set of standard tricks to speed-up training:

• Feature hashing for n-grams (Agarwal et al., 2014);

• Hierarchical softmax for large output spaces (Goodman, 2001);

• Pre-trained word vectors.

• SGD + Hogwild



Experiments – Small output space

Zhang et al. (2015) Conneau et al. (2016) fastText

AG 87.2 3h 91.3 51m 92.5 1s
Amz. F. 59.5 5d 63.0 7h 60.2 9s
DBpedia 98.3 5h 98.7 1h 98.5 2s
Yah. A. 71.2 1d 73.4 2h 72.3 5s
Yelp F. 62.0 - 64.7 1h12 63.9 4s

Table: Test accuracy [%] and training time per epoch.



Experiments – Large output space

Model prec@1
Running time

Train Test

Freq. baseline 2.2 - -
Tagspace (Weston et al., 2011) 35.6 5h32 15h

fastText 46.1 13m38 1m37

Table: Tag prediction on YFCC100M. The output space contains +300K labels.



Compressing text classifiers

• Linear models are state-of-the-art and extremely efficient

• However they require a lot of memory

• fastText models are often + 100Mb.

• Cannot fit on embedded device!

FastText.zip: Compressing text classification models.
A. Joulin, E. Grave, P. Bojanowski, M. Douze, H. Jegou, T. Mikolov.
http://openreview.net/forum?id=SJc1hL5ee



Compressing text classifiers

2 key ideas:

• Apply quantization approaches designed for retrieval

• Prune dictionary based on the norm of the embeddings

Leads to compression of ×100− 1000 with (almost) no drop of
performance or speed.

FastText.zip: Compressing text classification models.
A. Joulin, E. Grave, P. Bojanowski, M. Douze, H. Jegou, T. Mikolov.
http://openreview.net/forum?id=SJc1hL5ee



Compressing text classifiers

• We use Product Quantizer (PQ) (Jegou et al., 2011)

• Product quantization approximates a vector x by

x̂ = [q1(x1), ..., qk(xk)],

where xi are subvectors and qi are k-means quantizers.

• k = d/2 and 28 centroids per k-means: compression of ×8.

• Simple to implement and easily parallelizable.



Compressing text classifiers

A few additional tricks:

• Compress norm and vectors seperately

• Bottom-up compression: first the embedding, then the classifiers.

• Retraining the classifier often helps but is costly.



Compressing text classifiers
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Compressing text classifiers

• Second strategy: feature selection.

• Cast it as finding the closest sparse model under coverage
constraints

• Approximate solution by selecting K largest embeddings that covers
the dataset.



Compressing text classifiers
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Extreme compression

Dataset full 64KiB 32KiB 16 KiB

AG 65M 92.1 91.4 90.6 89.1
Amazon full 108M 60.0 58.8 56.0 52.9
Amazon pol. 113M 94.5 93.3 92.1 89.3
DBPedia 87M 98.4 98.2 98.1 97.4
Sogou 73M 96.4 96.4 96.3 95.5
Yahoo 122M 72.1 70.0 69.0 69.2
Yelp full 78M 63.8 63.2 62.4 58.7
Yelp pol. 77M 95.7 95.3 94.9 93.2

Average diff. [%] 0 -0.8 -1.7 -3.5

Table: Performance of very small models.



Summary

• Simple linear models are fast and get good accuracy.

• With standard compression techniques, they hve small memory
footprint with almost no drop in accuracy or speed.

• Code available online:

https://github.com/facebookresearch/fastText



Future work

• Use better parallelization approaches for a greater speed-up (Smith
et al., 2016),

• Compress while training with sparsity inducing norms (Meier et al.,
2008; Bach et al., 2012),

• Revisit efficent features to extend it to images (Bay et al., 2008;
Calonder et al., 2010)



Why efficient visual features are important

the veranda hotel

portixol palma

plane approaching zrh
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this was another one with my old digital
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ounces i underexposed this one a bit did
 exposure bracketing script underexposure on

that camera looks melty yummy 
gold kodak film like

not as impressive as

embankment that s for sure

Figure: Six randomly picked photos and captions from Flickr.



Why efficient visual features are important

• Current approaches too slow to train on “webly” datasets (several
weeks on 100M images with 4 high-end GPUs).

• But there are evidence that more data is better than annotated data.
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Figure: Alexnet trained on Imagenet vers trained on Flickr100M.

Learning Visual Features from Large Weakly Supervised Data.
A. Joulin, L. van der Maaten, A. Jabri, and N. Vasilache.
European Conference on Computer Vision, 2016.



Why efficient visual features are important

• Training simpler models on more data works often better than
complex model on less data.

COCO-5K Flickr-30K
R@1 R@5 R@10 R@1 R@5 R@10

STD-RNN (Socher et al., 2014) – – – 9.6 29.8 41.1
BRNN (Karpathy and Fei-Fei, 2015) 16.5 39.2 52.0 22.2 48.2 61.4
Kiros et al. (Kiros et al., 2014) – – – 23.0 50.7 62.9
NIC (Vinyals et al., 2015) – – – 23.0 – 63.0

Jelinek-Mercer + finetuning 17.8 41.9 53.9 28.6 54.7 66.0

Table: Comparison of language models for caption retrieval on the COCO-5K
and Flickr-30K datasets.

Learning Visual N-Grams from Web Data.
A. Li, A. Jabri, A. Joulin and L. van der Maaten.
submitted, 2016.



Thank you!



Experiments – effect of n-gram size

Semantic

2 3 4 5 6

2 59 55 56 59 60
3 60 58 60 62
4 62 62 63
5 64 64
6 65

Syntactic

2 3 4 5 6

2 45 50 53 54 55
3 51 55 55 56
4 54 56 56
5 56 56
6 54

Table: Study of the effect of n-gram size on performance (language: German).



Experiments

Model AG DBP Yelp F. Yah. A. Amz. F.

BoW (Zhang et al., 2015) 88.8 96.6 58.0 68.9 54.6
ngrams (Zhang et al., 2015) 92.0 98.6 56.3 68.5 54.3
ngrams TFIDF (Zhang et al., 2015) 92.4 98.7 54.8 68.5 52.4

fastText 92.5 98.6 63.9 72.3 60.2

Table: Test accuracy [%] on datasets with small output space.
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